Step 6: Rendering data submitted by a form

# 

# Introduction:

In this exercise we’re going to create a component that receives data submitted through a form and **renders the content in a list**. The data is stored in an array. This is a **two-part** component. In the next exercise we will add buttons to clear and delete individual rows from the list. But for now, we’ll just focus on the rendering of the items.

# Form:

Start by creating a file called **List.jsx**, create a base to the component and import React and useState:

import React from "react";

import { useState } from "react";

export const List = () => {

    return (

        <div>

        </div>

    )

}

**Remember to import and add a route for the component in the App.js file and a link in the Router.jsx file so we can see our progress during the exercise.**

Let’s start by adding a form, create a new div element and add a normal HTML form with a **text input field** and a **submit button**:

import React from "react";

import { useState } from "react";

export const List = () => {

    return (

        <div>

            <div>

                <form>

                    <input type="text" required/>

                    <input type="submit" value="Submit"/>

                </form>

            </div>

        </div>

    )

}

![Graphical user interface, text, application

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYEAAADXCAYAAAD8+e16AAAACXBIWXMAAA7DAAAOwwHHb6hkAAARcUlEQVR4Xu3dz68dZR3H8fsfwNoNtL2V8uPSFrgEWJjogpiLBU1kwYJQfjS6xFga0khjW/wRgUSopKW5VtNEQ+zVsNHIdaXRlAVETVl0UXcqdtU0un+c7zPzzHmeZ545Z+bceabnOc/7lXxC78ycOedy2+/nzJx2ZmX94ccUIYSQPEMJEEJIxqEECCEk41AChBCScSiBJcz+/Q+qffesqdW9+9TuPZ9Xd+5aJYSQYCiBJclD64+q+9YOqF27GfqEkO6hBBKPDP+1+x9Qu1fHHf53yH/v3BNcRwhJJ5RA4pECCP1go4cCIGQpQgkkHCmAOxjGhJAdhBJINAceWA/+QAkhpE8ogQQjnwPsXr0r+AMlhJA+GbwEvvilx9Unf/27Tmj9GDn26nGdRx/7QnB9jMj3/c5Pzurv++Z//6cjv77ws4t6ndnuV1u/cR43T+RvAYV+mNOyb9996tnDR9TpH76pzv/8lzrya1km60KPIYQsfwYtAVMAegD+7daWwPd/8KPRiuA7r31X/fPfn9XD34+sk22kAOTr0D665sGHHlG7du8N/jDb8uRXv67eOfdTPfiPvvqaHvwS+bUsk3WyTeixhJDlzmAl4BeA/e537MjgH6sIZLibYS9D/plnnq3Xya/N4LdjP75v1tYOBn+QbZHhXr7rf0vtP/BQY70sk3WyzeNf/kpjfXtOq8s3lbp2KbRuuJzUT7JVfn3pmlI3P1InvW3i55A6+vY76scmp4+odWf9I+qF05P1p158xFpX5Iljk8e+fUxt2OtmPdbk4SPqlH7ecvujT5TL1198PfB6COmeQUpgkQrAZIwikO/THAFIGYS2kfzpz38ZrATu2ndv8AcZipzmkXf5MuTt5TLwJfYy2Ua27X5qaLlKQO/68ungOhniZuiaoW0P641XigH+yqHq67Iw6u1leL/9unrh4fJrf2hPfawV2a58TrcEumby+PB6km92XAKLWAAmsYvgzLtn9fc97Tz/0EcCe/feHfxBhiKnfGTY+0cAoRKQbWSZPMZe3p6MSsCLHuTO4J4MeX+9u62//fTHuo8xRxCUABk2OyqBRS4Ak5hFIN+zfO/2KSA7oQKQhLbtmj7XApJ393LeP7QuFNlWPiwOrWsmUAIySW1meJuc+kgVD6nVQ9d7nD2MQyVwSZYZ/nPMeA3Oal0o5fcxcVNdPuW/Q7fjDW451eOfjtHv/mVohwd2PZCnPtZaJtvVr8Xbp7cP/bqrU0vl8nL7eplXOoTsqATMEOwTKY3QvuaJGe59Io8J7WuemO8ptC5WQj/EtrS9sw8dCUjMkYO/PByvBPR0LQeovb4e6LoA7PVb6nK17tK1a+qSXlZE72fydaME5FmcffZ4DbLeOpI4eWmr/rVeZZWPXwKT4RoY0FFLwN/HlBLw9rf+xKH61/VzVl8TYjJ+CRSPCe1rnlAC0zNmCfhDVMcausH1wWwVFTAZ5LNOB9n7nfUaypKwCsdK8LHByJGANVBjl4B87WwzowT8kqpCCZC27Px0UFUE8g6f00Htkf83v/39h/pzhND6rhnidFBbCZSng9wPkdtjl4B3VGCi36nL0G1Z72xnm6cEZr2G6mtdBO5zSLqXQBF7ULcNcr2svQT0sqmPLb+Wzwjc4T2lBMzXgdM+lABpyzAfDC9oEcQsAEmXD4ZNzOcDXbadltXVfcEfZCjmnf0YHwwHh6gM4FlHAv6QHvpIwHoNjeXW87S+vlDsErB/XcX+cLc5fK3PFGY8NvTB8cwSMNH7njyWEiBt2XEJSBaxCGIXgES+z3999h/9fU/7K6L2vyU49OTXgtt0TZ9/3Vv+FdELjQ97QyVQ/hXRC/P/FVGZos6763J9PVgb66vPBPT0tYa0t12fEpj1Gk5evuY8v102zn6KyNCcDHJ7UJdDuPF5gTO4rSHtDWM95K2hPfWxMuCt5ynTXgLrLx6zCsMtEEqAtGWQEpAsUhGMUQAmzj8Wu/Rr59TQS0e+qZeZ9dOKomvkrmGhH2RbJv9Y7M3GEYFElplLSez4H4vpITzReGftrS8fW+6ndu3a3EcC9TaWaeuc166PDET53PZw1oNbn2Kp0jKYzfp6QJvUp2iKNN61tz9WXkNjX9OOBOzn8fZVlpEs948sSO4ZrAQkfhGEthkjYxWAycvfOlofEYQi64YoAIlcPG5Pj1NCkvKyERf0oP/2q5PLRsivZZms61cAJHoCp4oIiZFBS0BiikASWj9GZPiPVQAm8n3LZwSmBGXwy78UlmVDHxXdv7//jWTkNI8MfjntI4O/PDp4Sy/rc4qJjJPmB8KExMngJUDiZ56jAUIICYUSSDQHD3JTGULIzkMJJJy1OU4LEUKIHUog8dzf828LDRbubUzIUoQSWIIcOLiu9qx2/5fEQ+QO+S9FQEjyoQSWJPJh8b1rB9Su3eOWASEk7VACSxj5B2B337OmVvfu63WtIUJIfqEECCEk41AChBCScSgBQgjJOJQAIYRknJXDz7+kCCGE5JkVffVcAECWKAEAyBglAAAZowQAIGOUAABkjBIAgIxRAgCQMUoAADJGCQBAxigBAMgYJQAAGaMEACBjlAAAZIwSAICMUQIAkDFKAAAyRgkAQMYoAQDIGCUAABmjBAAgY5QAAGSMEgCAjCVRAtc/eE89/fy2ul597fj4/fZ1AICpKAEAyBglAAAZi1YCN27cUIcPH1a33367WllZ0b+WZfPoXwJX1PnPvaGervOe+tDZ4Lr68Pk31PEPruj/mu3Ofyzr3MeWy2zevikgAAmLVgJPPfWUHv52nnvuuWptP71K4Pq2Ol4M5+MfWFvLNs5AL0vALgf9HHqw+8veV5+WXxbKArCL4dMzFAGAdEUrAb8AJHJUMI/JgG6JNYT1UD5zpfpqwl1ujgTs0V0O+NAyM/T16/D3rUvHP9IAgDSMWgK33XZbtbaf7kcC5XBvnsIpBLabNvBL7jJdJFI6jVACANK0ZKeD4peA+xgASFvUD4alCOTdvymAMT4Y3unpoGklMPV1AECCopXAkPqUQPsHw/Ypm/lKILhv2SZQOgCQguUrAVEN68k5e/tv+Ig5S0A09s3nAQDSlUQJAADiWPgSmLzjXux848Gz1SsGgHRwJAAAGaMEACBjlAAAZIwSAICMUQIAkDFKAAAyRgkAQMYoAQDIWBIloC8b4f8DLa7XAwA7lk4JONcHKq/p4177p4vQ9YFC+weAPCRaAtWy3kcDlAAA2KKVQOwbzfv3DQiWgn3rR305afeU0vmPy6uJOsvt5/Ef4xdFvf+yXMx2/hGKf0cyv4QA4FaJVgJR7yymh7N7eeiZJaB1PxLQy7zLRJfD3Hre+rLS1jLv3gWh104JAFgU0UrALwDJkDea999tD1sC4e0ay6sScLdz71XQdqczAFgEo5bAkDea18PVWjZoCejH+TeiKcnz1gXU2L/wblhTFQU3nwGwiNI8HSS8AbywJWDUny9QBgAWR9QPhqPeaD5UAv423vn5OKeDOpaANm0dAIwvWgkMKTTg/dNB5UC2B3c5sN0SmPYuPfBBszfgw885vQQ+PWPvlxIAsFjSKQE90K0EPmx1tyuGb2hI16dl7MIoh7Nebg35xvPOPN0k/BKwHl+EAgCwSJIoAQBAHAtfAva76GXKJ3/4R/UdAsCtw5EAAGSMEgCAjFECAJAxSgAAMkYJAEDGKAEAyBglAAAZowQAIGOJlYC5HpCd8NU+AQCzJVMCoQu6iU/PNJeNg4vBAUhfGiUQuMrnrUcJAEhftBIY7kbzPYetdZVQHe8S1PqIYtbVQE3pVJenNvty7yNgPUcR+/W5Vw4NXcW02Ld5neb1+a87cJVUABhatBIY7M5iwcs1h4VOGZUDeXIU0b0ErAFdKPdtH42Ey0k/n71/va/Avu1tGt/jFXWeEgAwgmgl4BeAZK4bzesB2eVUULe7gXUvAbdMmvsPlEDwtXrbhfatl3X5HgFgWKOWwFw3mm+8S24xpSzk3bkZwr1OB1VfljqUgHmXH4hbAuGicLYDgBEs/umg1nf4nkUpAe8ziIbgvo3yOSgDAGOJ+sHwUDea1+fZZw3X1rJwl+sS8PelB/MAJdDlqGVqCZSCrxEAIohWAsMyp0uaw9P+dwJ6eHpDuFEgelDbw9y8++5bAtW+naOK6nV6A9y52Xxo38Uye7+UAICxJFICpXLIy8C24p3aaWzjn/opuNsUA3mu00GFqlBkP5Mjgsn5fZPGKaNACdjbUwAAxpJUCQAAhrXwJeC8Q84sv/jeH6v/CwAQB0cCAJAxSgAAMkYJAEDGKAEAyBglAAAZowQAIGOUAABkjBIAgIwlUQJcSwcA4ki0BALX8QEA9EYJAEDGopXAcDea90rAv+KmVwb68s71usBlpc9ccbYpr/DpXvmzcUMX/zkDVyYFgBRFK4Hh7izW/UigcX1/PbwnRWCGf/04a7i7y6zyaNwopnhuSgDAkohWAn4BSOa60XyhUwnoYe3fA8C9+1ejJMwRQGBZfTSgS8HfLwAsh1FLYK4bzRc6lYB/ysbKrBJwT//4y6qisPYDAMtieU4HSQk42zTNVwJG+ZyUAYBlEvWD4aFuNN/9dJD7QbBvZyVQar4WAEhXtBIYUnPwtg9vf0DbN3mfqwSKIwy7bCgBAMsk0RIoWJ8BTIZ0VQTVcv/UzbwlYO+PAgCwTJIoAQBAHAtfAs678AXKuy//rnqFAJAujgQAIGOUAABkjBIAgIxRAgCQMUoAADJGCQBAxigBAMhY+iWgrxnkXUcIANBJEiUw9Xo9lAAAzC39EuglcPVRAMgYJQAAGYtWAtFuNO8L3EdAXy20GPYmeugH7jxGGQDIXbQSiHtnMYtXAo1tnfsBcCQAALZoJeAXgGS4G81bvBJo3jPARgkAgG3UEhjuRvMW/3RQ9beFng7eapISAADb0p0OqtWfAdjrKAEAsEX9YDjejeYtbSWg+bePpAQAwBatBIbU7zOByY3lmyUQuqcwAOQrnRLQp3bc6Hf0jRJwt2kM/OAN6gEgT0mUAAAgjoUvAftd/dDhZvEAcseRAABkjBIAgIxRAgCQMUoAADJGCQBAxigBAMgYJQAAGaMEACBjlAAAZIwSAICMUQIAkDFKAAAyRgkAQMYoAQDIGCUAABmjBAAgY5QAAGSMEgCAjFECAJAxSgAAMqZL4NixY4QkGePixYvq3LlzwW1SjnxP8r0BsazIbzQgVfL7V4bk1taWunHjxlJGvjeKALFQAkia/P49e/ZscHguU+R7BGKgBJA0+f0rCQ3OZQp/ThELJYCkUQLAzlACSFr3EriqNjdW1MrKJCe2Q9uFUj52Y/NqYF3PbJ8onvuE2g6tmxL+nCIWSgBJ61YCVQGc2LaWbasTnYsgUglc3VQbKxtq86q3TSD8OUUslACS1q0EwgP/6uaGVwxtGbAE7FACWACUAJLWrQRCRwJeGgPZLg5TApt6mT6dtLGprprHVu/uN6VUqvXyuO0T1bbV1/a229X+y/Wzi4A/p4iFEkDSupVAET3kJ0O58a6+QwlMhrVXKnqwT/apjzDqx1ZlYEqD00FYMJQAkta5BKyYIW0P6k4lYB9J2MPc/nXga/18lAAWFCWApM1TAiZlGbQN5NDpIOvoQW9PCSB9lACS1qkEZPDa5/Dt5fOWgP1Yb+j7X1MCWGSUAJLWqQTMh7DOB8P+KZ5ym3rQ62HtnQ6qB7v3WEoACaMEkLRuJSAxg3wS/8Ph8vRQtf7Ept7ePRKY/reDepeA9ZrK52kPf04RCyWApHUvgbTDn1PEQgkgaZQAsDOUAJJGCQA7QwkgafL7l/sJAPOjBJA0+f3LncWA+XGPYZJ0DBmS3GMY6E+XAAAgT5QAAGSMEgCAjFECAJAxSgAAMkYJAEDGKAEAyBglAAAZowQAIGOUAABkjBIAgIxRAgCQMUoAADJGCQBAxigBAMgYJQAAGaMEACBjlAAAZEup/wPIYmgi2EQBEQAAAABJRU5ErkJggg==)

You should now have rendered the simple **form and a button**.

# Adding arrays using useState:

Next, we will create our array that we will submit the data to. Data being the **string** that we write in the forms input field. We’re going to do it with useState, let’s name the state content, **initial state** will be an **empty array**:

const [content, setContent] = useState([]);

**Remember that useState usually goes on top of everything else, right under the component definition!**

We will also need a **second state**, which will be the **input fields data**. Let’s name its state to inputValue, initialstate will be **an empty string**:

const [inputValue, setInputValue] = useState('');

Let’s add a couple of things to our input field. We’ll add a placeholder and a value. Set the placeholder to say something like “**Type here**”. The placeholder will display text on our **empty** input field:
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For the value, let’s set it as our inputValue state. Also make the field **required** to submit the form.

<input

    type="text"

    placeholder="Type here.."

    value={inputValue}

    required

/>

# onSubmit, preventDefault and spread:

Now, add an **onSubmit** event to the form so we can **add functions that execute when submitted**. We will also add a preventDefault method here, so submitting the form **doesn’t refresh** the page. If you’re not familiar with the JavaScript method, you can learn more about it [here](https://www.w3schools.com/jsref/event_onsubmit.asp).

<form onSubmit={(event) => {

event.preventDefault()

\*\*We will add our functions here\*\*

}}>

We’ll use our content state here, so our component will update it when the form is submitted. We’re going to use JavaScript spread operator to update our state.

Spread syntax (...):

The JavaScript **spread syntax** can be used to add elements from an array to function arguments or array elements. For example, in a case like this where we want to combine two arrays, we can't do it by just placing two arrays inside an array.

const arrayA = [1, 2, 3];

const arrayB = [4, 5, 6];

const combinedArray = [arrayA, arrayB];

This would result in the combinedArray to be an array that holds the two original arrays like this:

combinedArray = [[1, 2, 3], [4, 5, 6]];

This is where we can use the spread syntax to add all the elements to the combined array:

const arrayA = [1, 2, 3];

const arrayB = [4, 5, 6];

const combinedArray = [...arrayA, ...arrayB];

Now the combinedArray will look like this: [1, 2, 3, 4, 5, 6]. So, in the above example the spread syntax effectively does the same this as doing this:

const arrayA = [1, 2, 3];

const arrayB = [4, 5, 6];

const combinedArray = [arrayA[0], arrayA[1], arrayA[2], arrayB[0], arrayB[1], arrayB[2]];

So, the spread syntax "spreads" the elements from the original array to the combinedArray array rather than adding the whole array element.

# Updating states:

Because we want to add multiple items to our array we **can’t** just set the content state to something because it will **replace the whole array** with every execution, leaving **one item** every time.

<form onSubmit={(event) => {

    event.preventDefault()

    setContent(["New item"]);

    \*\*NOT LIKE THIS\*\*

}}>

When working with useState arrays, it is important to understand that useState does not render the changes **if you do not create a completely new array** and replace the old one with setState. That’s why we can’t add items to our array with JavaScript’s push method since it only pushes a new item to the original array.

So, we will create a new array called **temp** and using the spread operator, copy both, the inputValue string and our existing content array to it. After that we will use the setContent to update.

const temp = [inputValue, ...content];

setContent(temp);

Now we have added the item from the input field to the array instead of setting the whole state to one item on every submit.

Let’s also reset the input field here with the setInputValue state, so every time we submit the form the field will be cleared.

<form onSubmit={(event) => {

    event.preventDefault()

    const temp = [inputValue, ...content];

    setContent(temp);

    setInputValue('');

}}>

We have to update the input field a bit. We have now set the value to our inputValue state, but it is an empty string. We haven’t set the state to anything yet so we’ll do that next, we will use something called onChange handler.

The onChange event in React detects when the value of an input element **changes**, after that it will execute something. In our case, it will set the inputValue state to whatever we input in to our form (**e.target.value is the string that the user inputs in the input field**).

onChange={e => setInputValue(e.target.value)}

Your form should now look like this:

<div>

    <form onSubmit={(event) => {

        event.preventDefault()

        const temp = [inputValue, ...content];

        setContent(temp);

        setInputValue('');

    }}>

        <input

            type="text"

            placeholder="Type here.."

            value={inputValue}

            onChange={e => setInputValue(e.target.value)}

            required

        />

        <input type="submit" value="Submit"/>

    </form>

</div>

# Mapping the array:

Now our form should be good and working, we just don’t see the list yet.

To show the items in the array we will use the .map method that we learned in the previous exercise. Let’s add squirrely brackets and inside those, the content map, the map will be placed **under the forms submit button**:

{

    content.map((item) => (

    )

)}

**You have to use the brackets every time you want to write JavaSript inside our HTML divs!**

This time, we will display the data in a **list**. Add a normal HTML list with one list item and display the content with h2 tags:

content.map((item) => (

    <ul>

        <li>

            <h2>{item}</h2>

        </li>

    </ul>

)

Now, in your browser you should see a list that updates every time you submit a new string to it. Notice that the list will show the most recent item first and oldest at the bottom:
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In the next exercise we’ll be staying on the same component. We’ll add an individual **item remover** and a **reset list function**. **See you there!** 😊